1. **Контрольные вопросы**
2. Сравните возможности функций CreateProcess? WinExec и ShellExecute.

Для создания процесса используется функция CreateProcess. Она позволяет иметь возможность задавать определенные параметры запуска (например, базовый приоритет, наследование дескрипторов, переменные окружения и т.п.).

Самый простой способ запустить какую-то программу из своего приложе­ния — использовать функцию **WinExec.** Эта функция может работать в любых версиях Windows и выполнять любые файлы: приложения Windows, MS-DOS, файлы PIF и т.п.Достоинством функции WinExecявляется ее совместимость с ранними версиями Windows. Для этого она и сохраняется в Win32, хотя для Win32 рекомендуется пользоваться функцией CreateProcess.

Функция ShellExecuteможет не только выполнять заданное приложение, но и открывать документ и печатать его. Под термином «открыть файл документа» понимается выполнение связанного с ним приложения и загрузка в него этого до­кумента. Например, обычно с документами, имеющими расширение .doc, связан Word. В этом случае открыть файл, например, с именем file.docозначает запус­тить Word и передать ему в качестве параметра имя файла file.doc. Кроме описан­ных возможностей функция ShellExecuteпозволяет открыть указанную папку. Это означает, что будет запущена программа «Проводник» с открытой указанной папкой.

1. В чем заключается различие между процедурой ExitProcessи функцией TerminateProcess?

Если функция TerminateProcess успешно выполнена, она возвращает ненулевое значение (true). Если произошла ошибка – возвращается 0 (false).

Главное отличие функции TerminateProcess от функции ExitProcess в том, что TerminateProcess может вызвать любой поток, любого процесса для завершения другого процесса.

1. Почему ExitProcess и ExitThread реализованы как процедуры, TerminateProcess и TerminateThread – как функции?

ExitProcess и ExitTread завершают текущий поток и процесс соответственно, которые всегда можно завершить. Поскольку TerminateProcessи TerminateThread могут завершать любой поток и процесс соответственно, имеет смысл возвращать результат завершение, так как может возникнуть ошибка.

1. Как установит приоритет текущего процесса равным 31?

Установить класс приоритета процесса Real-timeс помощью функции SetPriorityClass. Затем установить уровень приоритета потока Time-criticalс помощью функции SetThreadPriority.

1. Как установит приоритет текущего процесса равным 1?

Установить класс приоритета процессаIdleс помощью функции SetPriorityClass.Затем установить уровень приоритета потокаIdleс помощью функции SetThreadPriority.

1. Величина кванта потока - 6 квантовых единиц. Компьютер имеет несколько процессоров. Определите величину кванта в миллисекундах.

90 миллисекунд.

1. Величина кванта потока - 18 квантовых единиц. Компьютер имеет один процессор. Определите величину кванта в миллисекундах.

180 миллисекунд.

1. Вы начали длительный пересчет электронной таблицы и переключились на приложение, активно использующее процессор (например, игра типа “action”). Что сделает ОС для эффективного использования процессорного времени – увеличит приоритет активного процесса (игры) или увеличит квант времени активного процесса. Ответ обоснуйте.

Всякий раз, когда поток в активном процессе завершает ожидание на объекте ядра, функция ядра KiUnwaitThread динамически повышает его текущий (не базовый) приоритет на величину текущего значения PsPrioritySeparation. (Какой процесс является активным, определяет подсистема управления окнами.)

PsPrioritySeparation представляет собой индекс в таблице квантов (байтовом массиве), с помощью которой выбираются величины квантов для потоков активных процессов. Однако в данном случае PsPrioritySeparation используется как значение, на которое повышается приоритет.

Это увеличивает отзывчивость интерактивного приложения по окончании ожидания. B результате повышаются шансы на немедленное возобновление его потока — особенно если в фоновом режиме выполняется несколько процессов с тем же базовым приоритетом.

1. Поток ожидал завершения операции ввода-вывода. Текущий приоритет потока – 12. По завершении операции ввода-вывода приоритет потока должен быть увеличен на 4 уровня. Каким будет приоритет потока после завершения операции ввода-вывода?

Приоритет потока будет равняться 15.

Система повышает приоритет только тех потоков, базовый уровень которых находится в пределах 1-15. Именно поэтому данный диапазон называется "областью динамического приоритета" (dynamicpriorityrange). Система не допускает динамического повышения приоритета потока до уровней реального времени (более 15). Поскольку потоки с такими уровнями обслуживают системные функции, это ограничение не дает приложению нарушить работу ОС.